**UNIT 2**

**Built-in Data Types**

Data types are the classification or categorization of data items. It represents the kind of value that tells what operations can be performed on a particular data. Since everything is an object in Python programming, data types are actually classes and variables are instance (object) of these classes. In programming, data type is an important concept.

Variables can store data of different types, and different types can do different things. Python has the following data types built-in by default, in these categories:

|  |  |
| --- | --- |
| Text Type: | Str |
| Numeric Types: | int, float, complex |
| Sequence Types: | list, tuple, range |
| Mapping Type: | Dict |
| Set Types: | set, |
| Boolean Type: | Bool |
| Binary Types: | bytes, bytearray, memoryview |
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**Variable**

Variables can hold values, and every value has a data-type. Python is a dynamically typed language; hence we do not need to define the type of the variable while declaring it. The interpreter implicitly binds the value with its type.

a = 5

The variable **a** holds integer value five and we did not define its type. Python interpreter will automatically interpret variables **a** as an integer type. Python enables us to check the type of the variable used in the program. Python provides us the **type()** function, which returns the type of the variable passed.

Operator:

Operators are the constructs which can manipulate the value of operands. Consider the expression 4 + 5 = 9. Here, 4 and 5 are called operands and + is called operator.

Types of Operators:

Python language supports the following types of operators.

* Arithmetic Operators
* Comparison (Relational) Operators
* Assignment Operators
* Logical Operators
* Bitwise Operators
* Membership Operators
* Identity Operators

Let us have a look on all operators one by one.

## Python Arithmetic Operators:

Assume variable a holds 10 and variable b holds 20, then

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + Addition | Adds values on either side of the operator. | a + b = 30 |
| - Subtraction | Subtracts right hand operand from left hand operand. | a – b = -10 |
| \* Multiplication | Multiplies values on either side of the operator | a \* b = 200 |
| / Division | Divides left hand operand by right hand operand | b / a = 2 |
| % Modulus | Divides left hand operand by right hand operand and returns remainder | b % a = 0 |
| \*\* Exponent | Performs exponential (power) calculation on operators | a\*\*b =10 to the power 20 |
| // | Floor Division - The division of operands where the result is the quotient in which the digits after the decimal point are removed. But if one of the operands is negative, the result is floored, i.e., rounded away from zero (towards negative infinity) − | 9//2 = 4 and 9.0//2.0 = 4.0, -11//3 = -4, -11.0//3 = -4.0 |

## Python Comparison Operators

These operators compare the values on either sides of them and decide the relation among them. They are also called Relational operators.

Assume variable a holds 10 and variable b holds 20, then

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| == | If the values of two operands are equal, then the condition becomes true. | (a == b) is not true. |
| != | If values of two operands are not equal, then condition becomes true. | (a != b) is true. |
| <> | If values of two operands are not equal, then condition becomes true. | (a <> b) is true. This is similar to != operator. |
| > | If the value of left operand is greater than the value of right operand, then condition becomes true. | (a > b) is not true. |
| < | If the value of left operand is less than the value of right operand, then condition becomes true. | (a < b) is true. |
| >= | If the value of left operand is greater than or equal to the value of right operand, then condition becomes true. | (a >= b) is not true. |
| <= | If the value of left operand is less than or equal to the value of right operand, then condition becomes true. | (a <= b) is true. |

## Python Assignment Operators

Assume variable a holds 10 and variable b holds 20, then −

[ [Show Example](https://www.tutorialspoint.com/python/assignment_operators_example.htm) ]

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| = | Assigns values from right side operands to left side operand | c = a + b assigns value of a + b into c |
| += Add AND | It adds right operand to the left operand and assign the result to left operand | c += a is equivalent to c = c + a |
| -= Subtract AND | It subtracts right operand from the left operand and assign the result to left operand | c -= a is equivalent to c = c - a |
| \*= Multiply AND | It multiplies right operand with the left operand and assign the result to left operand | c \*= a is equivalent to c = c \* a |
| /= Divide AND | It divides left operand with the right operand and assign the result to left operand | c /= a is equivalent to c = c / a |
| %= Modulus AND | It takes modulus using two operands and assign the result to left operand | c %= a is equivalent to c = c % a |
| \*\*= Exponent AND | Performs exponential (power) calculation on operators and assign value to the left operand | c \*\*= a is equivalent to c = c \*\* a |
| //= Floor Division | It performs floor division on operators and assign value to the left operand | c //= a is equivalent to c = c // a |

## Python Bitwise Operators

Bitwise operator works on bits and performs bit by bit operation. Assume if a = 60; and b = 13; Now in the binary format their values will be 0011 1100 and 0000 1101 respectively. Following table lists out the bitwise operators supported by Python language with an example each in those, we use the above two variables (a and b) as operands −

a = 0011 1100

b = 0000 1101

-----------------

a&b = 0000 1100

a|b = 0011 1101

a^b = 0011 0001

~a  = 1100 0011

There are following Bitwise operators supported by Python language

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| & Binary AND | Operator copies a bit to the result if it exists in both operands | (a & b) (means 0000 1100) |
| | Binary OR | It copies a bit if it exists in either operand. | (a | b) = 61 (means 0011 1101) |
| ^ Binary XOR | It copies the bit if it is set in one operand but not both. | (a ^ b) = 49 (means 0011 0001) |
| ~ Binary Ones Complement | It is unary and has the effect of 'flipping' bits. | (~a ) = -61 (means 1100 0011 in 2's complement form due to a signed binary number. |
| << Binary Left Shift | The left operands value is moved left by the number of bits specified by the right operand. | a << 2 = 240 (means 1111 0000) |
| >> Binary Right Shift | The left operands value is moved right by the number of bits specified by the right operand. | a >> 2 = 15 (means 0000 1111) |

## Python Logical Operators

There are following logical operators supported by Python language. Assume variable a holds 10 and variable b holds 20 then

[ [Show Example](https://www.tutorialspoint.com/python/logical_operators_example.htm) ]

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| and Logical AND | If both the operands are true then condition becomes true. | (a and b) is true. |
| or Logical OR | If any of the two operands are non-zero then condition becomes true. | (a or b) is true. |
| not Logical NOT | Used to reverse the logical state of its operand. | Not(a and b) is false. |

## Python Membership Operators

Python’s membership operators test for membership in a sequence, such as strings, lists, or tuples. There are two membership operators as explained below −

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| In | Evaluates to true if it finds a variable in the specified sequence and false otherwise. | x in y, here in results in a 1 if x is a member of sequence y. |
| not in | Evaluates to true if it does not finds a variable in the specified sequence and false otherwise. | x not in y, here not in results in a 1 if x is not a member of sequence y. |

## Python Identity Operators

Identity operators compare the memory locations of two objects. There are two Identity operators explained below

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| Is | Evaluates to true if the variables on either side of the operator point to the same object and false otherwise. | x is y, here **is** results in 1 if id(x) equals id(y). |
| is not | Evaluates to false if the variables on either side of the operator point to the same object and true otherwise. | x is not y, here **is not** results in 1 if id(x) is not equal to id(y). |

## Python Operators Precedence

The following table lists all operators from highest precedence to lowest.

[ [Show Example](https://www.tutorialspoint.com/python/operators_precedence_example.htm) ]

|  |  |
| --- | --- |
| **Sr.No.** | **Operator & Description** |
| 1 | **\*\***  Exponentiation (raise to the power) |
| 2 | **~ + -**  Complement, unary plus and minus (method names for the last two are +@ and -@) |
| 3 | **\* / % //**  Multiply, divide, modulo and floor division |
| 4 | **+ -**  Addition and subtraction |
| 5 | **>> <<**  Right and left bitwise shift |
| 6 | **&**  Bitwise 'AND' |
| 7 | **^ |**  Bitwise exclusive `OR' and regular `OR' |
| 8 | **<= < > >=**  Comparison operators |
| 9 | **<> == !=**  Equality operators |
| 10 | **= %= /= //= -= += \*= \*\*=**  Assignment operators |
| 11 | **is is not**  Identity operators |
| 12 | **in not in**  Membership operators |
| 13 | **not or and**  Logical operators |

An **else** statement can be combined with an **if** statement. An **else** statement contains the block of code that executes if the conditional expression in the if statement resolves to 0 or a FALSE value.

The *else* statement is an optional statement and there could be at most only one **else** statement following **if**.

Syntax

The syntax of the *if...else* statement is −

if expression:

statement(s)

else:

statement(s)

Flow Diagram

![Python if...else statement](data:image/jpeg;base64,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)

What are Mutable Data Types?

Anything is said to be mutable when anything can be modified or changed. The term "mutable" in Python refers to an object's capacity to modify its values. These are frequently the things that hold a data collection.

What are Immutable Data Types?

Immutable refers to a state in which no change can occur over time. A Python object is referred to as immutable if we cannot change its value over time. The value of these Python objects is fixed once they are made.

List of Mutable and Immutable objects

**Python mutable data types:**

* Lists
* Dictionaries
* Sets
* User-Defined Classes (It depends on the user to define the characteristics of the classes)

**Python immutable data types:**

* Numbers (Integer, Float, Complex, Decimal, Rational & Booleans)
* Tuples
* Strings

The Python id() Function

When you define a Python object, the program sets a memory section aside. Every Python object has a distinct address that informs the application where the item is located in memory. Every object in Python has a distinct ID connected to the object's memory address. Use the built-in Python id() function to read the special ID.

Let's read the position of a sample string object in memory, for instance:

**Code**

1. # Python program to show how to use the id function
2. # Initializing a string object
3. string = "string"
4. # Printing the id of the string object
5. **print**(id(string))

**Output:**

140452604995952

Immutable in Python

As we have already told, an immutable Python object cannot be altered.

In Python, the integer data type is a prime case of an immutable object or data type. Let's conduct an easy experiment to understand this. Let's first make two integer variables, x and y. The variable y is a reference to the variable x:

Now, x and y both point towards the same location in memory. In other words, both integer variables should have the same ID returned by the id() function. Let's confirm that this is true:

**Code**

1. # Python program to create two variables having the same memory reference
2. # Initializing a variable
3. x = 3
4. # Storing it in another variable
5. y = x
6. # Checking if two have the same id reference
7. **print**("x and y have same id: ", id(x) == id(y))

**Output:**

x and y have same id: True

As a result, the variables x and y points to a single integer object. In other words, even though there is just one integer variable, two variables refer to it.

Let us change x's value now. Next, let's compare the reference ids of x and y once more:

**Code**

1. # Python program to check if x and y have the same ids after changing the value
2. x = 3
3. y = x
4. # Changing the value of x
5. x = 13
6. # Checking if x and y still point to the same memory location
7. **print**("x and y have the same ids: ", id(x) == id(y))

**Output:**

x and y have the same ids: False

This is because x now points to a distinct integer object. Therefore, the integer variable 3 itself remained constant. However, the variable x that previously referred to it now directs users to the new integer entity 13.

Therefore, even though it appears like we modified the original integer variable, we didn't. In Python, the integer object is an immutable data type, meaning that an integer object cannot be changed once created.

Let's conduct a similar test once more using a mutable object.

Create a list, for instance, and put it in a second variable. Then, compare the reference IDs of the two lists. Let's then make some changes to the list we created. Then, let's see if the reference IDs of both lists still coincide:

**Code**

1. # Python program to check if the lists pointing to the same memory location will have the same reference ids after modifying one of the lists
2. # Creating a Python list object
3. num = [2, 4, 6, 8]
4. # Storing the list in another variable
5. l = num
6. # Checking if the two variables point to the same memory location
7. **print**("Both list variables have the same ids: ", id(num) == id(l))
8. # Modifying the num list
9. num.append(10)
10. # Checking if, after modifying num, both the lists point to the same memory location
11. **print**("Both list variables have the same ids: ", id(num) == id(l))

**Output:**

Both list variables have the same ids: True

Both list variables have the same ids: True

Furthermore, their reference IDs match. As a result, the list objects num and l point to the memory location. This demonstrates that we could explicitly change the list object by adding one more element. The list data structures must therefore be mutable. And Python lists operate in this way.

Example of Mutable Objects in Python

List

As a result of their mutable nature, lists can change their contents by incorporating the assignment operators or the indexing operators.

Let's look at an example of that.

**Code**

1. # Python program to show that a list is a mutable data type
2. # Creating a list
3. list1 = ['Python', 'Java', 23, False, 5.3]
4. **print**("The original list: ", list1)
5. # Changing the value at index 2 of the list
6. list1[2]='changed'
7. **print**("The modified list: ", list1)

**Output:**

The original list: ['Python', 'Java', 23, False, 5.3]

The modified list: ['Python', 'Java', 'changed', False, 5.3]

Dictionary

Due to the mutability of dictionaries, we can modify them by implementing a built-in function update or using keys as an index.

Let's look at an illustration of that.

**Code**

1. # Python program to show that a dictionary is a mutable data type
2. # Creating a dictionary
3. dict\_ = {1: "a", 2: "b", 3: "c"}
4. **print**("The original dictionary: ", dict\_)
5. # Changing the value of one of the keys of the dictionary
6. dict\_[2]= 'changed'
7. **print**("The modified dictionary: ", dict\_)

**Output:**

The original dictionary: {1: 'a', 2: 'b', 3: 'c'}

The modified dictionary: {1: 'a', 2: 'changed', 3: 'c'}

Set

Due to the mutability of sets, we can modify them using a built-in function (update).

**Code**

1. # Python program to show that a set is a mutable data type
2. # Creating a set
3. set\_ = {1, 2, 3, 4}
4. **print**("The original set: ", set\_)
5. # Updating the set using the update function
6. update\_set = {'a', 'b', 'c'}
7. set\_.update(update\_set)
8. **print**("The modified set: ", set\_)

**Output:**

The original set: {1, 2, 3, 4}

The modified set: {1, 2, 3, 4, 'b', 'a', 'c'}

Example of Immutable Python Objects

int

Since int in Python is an immutable data type, we cannot change or update it.

As we previously learned, immutable objects shift their memory address whenever they are updated.

Here is an illustration of that:

**Code**

1. # Python program to show that int is an immutable data type
2. int\_ = 25
3. **print**('The memory address of int before updating: ', id(int\_))
4. # Modifying an int object by giving a new value to it
5. int\_ = 35
6. **print**('The memory address of int after updating: ', id(int\_))

**Output:**

The memory address of int before updating: 11531680

The memory address of int after updating: 11532000

float

Since the float object in Python is an immutable data type, we cannot alter or update it. As we previously learned, immutable objects shift their memory address whenever they are updated.

Here is an illustration of that:

**Code**

1. # Python program to show that float is an immutable data type
3. float\_ = float(34.5)
4. **print**('The memory address of float before updating: ', id(float\_))
6. # Modifying the float object by giving a new value to it
7. float\_ = float(32.5)
8. **print**('The memory address of float after updating: ', id(float\_))

**Output:**

The memory address of float before updating: 139992739659504

The memory address of float after updating: 139992740128048

String

Since strings in Python are immutable data structures, we cannot add or edit any data. We encountered warnings stating that strings are not changeable when modifying any section of the string.

Here is an illustration of that:

**Code**

1. # Python program to show that a string is an immutable data type
2. # Creating a string object
3. string = 'hello peeps'
4. # Trying to modify the string object
5. string[0] = 'X'
6. **print**(string)

**Output:**

TypeError Traceback (most recent call last)

<ipython-input-3-4e0fff91061f> in <module>

3 string = 'hello peeps'

4

----> 5 string[0] = 'X'

6

7 print(string)

TypeError: 'str' object does not support item assignment

Tuple

Because tuples in Python are immutable by nature, we are unable to add or modify any of their contents. Here is an illustration of that:

**Code**

1. # Python program to show that a tuple is an immutable data type
2. # Creating a tuple object
3. tuple\_ = (2, 3, 4, 5)
4. # Trying to modify the tuple object
5. tuple\_[0] = 'X'
6. **print**(tulple\_)

**Output:**

---------------------------------------------------------------------------

TypeError Traceback (most recent call last)

<ipython-input-5-e011ebc4971e> in <module>

5

6 # Trying to modify the tuple object

----> 7 tuple\_[0] = 'X'

8 print(tulple\_)

9

TypeError: 'tuple' object does not support item assignment

**LIST**

**List Declaration**

**Code**

# a simple list

list1 = [1, 2, "Python", "Program", 15.9]

list2 = ["Amy", "Ryan", "Henry", "Emma"]

# printing the list

**print**(list1)

**print**(list2)

# printing the type of list

**print**(type(list1))

**print**(type(list2))

**Output:**

[1, 2, 'Python', 'Program', 15.9]

['Amy', 'Ryan', 'Henry', 'Emma']

< class ' list ' >

< class ' list ' >

Characteristics of Lists

The characteristics of the List are as follows:

* The lists are in order.
* The list element can be accessed via the index.
* The mutable type of List is
* The number of various elements can be stored in a list.

**Ordered List Checking**

**Code**

1. # example
2. a = [ 1, 2, "Ram", 3.50, "Rahul", 5, 6 ]
3. b = [ 1, 2, 5, "Ram", 3.50, "Rahul", 6 ]
4. print (a == b)

**Output:**

False

The indistinguishable components were remembered for the two records; however, the subsequent rundown changed the file position of the fifth component, which is against the rundowns' planned request. False is returned when the two lists are compared.

**Code**

1. # example
2. a = [ 1, 2, "Ram", 3.50, "Rahul", 5, 6]
3. b = [ 1, 2, "Ram", 3.50, "Rahul", 5, 6]
4. a == b

**Output:**

True

Records forever protect the component's structure. Because of this, it is an arranged collection of things.

Let's take a closer look at the list example.

**Code**

# list example in detail

emp = [ "John", 102, "USA"]

Dep1 = [ "CS",10]

Dep2 = [ "IT",11]

HOD\_CS = [ 10,"Mr. Holding"]

HOD\_IT = [11, "Mr. Bewon"]

**print**("printing employee data ...")

**print**(" Name : %s, ID: %d, Country: %s" %(emp[0], emp[1], emp[2]))

**print**("printing departments ...")

**print**("Department 1:\nName: %s, ID: %d\n Department 2:\n Name: %s, ID: %s"%( Dep1[0], Dep2[1], Dep2[0], Dep2[1]))

**print**("HOD Details ....")

**print**("CS HOD Name: %s, Id: %d" %(HOD\_CS[1], HOD\_CS[0]))

**print**("IT HOD Name: %s, Id: %d" %(HOD\_IT[1], HOD\_IT[0]))

**print**(type(emp), type(Dep1), type(Dep2), type(HOD\_CS), type(HOD\_IT))

**Output:**

printing employee data...

Name : John, ID: 102, Country: USA

printing departments...

Department 1:

Name: CS, ID: 11

Department 2:

Name: IT, ID: 11

HOD Details ....

CS HOD Name: Mr. Holding, Id: 10

IT HOD Name: Mr. Bewon, Id: 11

<class ' list '> <class ' list '> <class ' list '> <class ' list '> <class ' list '>

**List Indexing and Splitting**

The indexing procedure is carried out similarly to string processing. The slice operator [] can be used to get to the List's components.

The index ranges from 0 to length -1. The 0th index is where the List's first element is stored; the 1st index is where the second element is stored, and so on.

![Python List](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeEAAAGnCAMAAAC3lR9NAAABa1BMVEX////a6PwAAABsjr/9/f0LCwu3t7f29vbr6+s/Pz8FBQXLy8tHR0ebm5sHBwcPDw/T09PW1tb7+/uqqqovLy8TExQrKyv5+fk8PDxcXFyAgIBtj8AiIiKDg4PX19csLS0pKSlUVFTx8fHk5ORubm5sbGwlJSVSUlI2NjZ6enoxMTIfHyDg4OAYGRoNDQ3d3d3JycmCgoI4ODg0NDTOzs6VlZWGhobCwsKioqKwsLAcHBzS0tJpaWlDREVgYGA6Ojutra1zc3O+vr62trZOTk7t7e2oqKiZmZlZWVnj4+OJiYn4+PiMjIx0dHRVVVUWFxfW5Pfm5ubz8/N8fHyOjo7f39/FxcVmZmbZ2dnAzN2ysrKGjppKSkqenp7K1+rb29twcHBjY2PR3/Li4uLPz8/o6Oh+hpKkpKR3d3est8ezvs+YorByeoRPVFtGSlGjrbyeqbeOl6W6xdZob3lXXWVdY2yTnKqmscBsc30Q+Ee1AAAWcklEQVR42uzae1MSURjH8Wd+s7B2wAU3V4QhJG4iIBAQmpqZISrexkvqNDXlVFPv/xVUB0Q7nDVPV2d6vv+s4zMMf3zYZ5cdiOM4juM4juM4juO4f54NhOiycYTJtCAAPKBhtYuy8MIvSNuJwATpWo4viWrxJKYZLTycF5HG7g7pOxW4T2o7uOyNNQkgYNF/2w+E8xFD4VAEsl0aLfMQ0AsvCsie2aTWRr/iEemyC9AIH7KwIuxb8RbC9+iqWBrToZ3sHESL1KIFceJohWsOXofs7bZAj5ROgbOUXWkLJLRK7zCvEU5hyaJhYyzsW8wxFF7DQYa+too4qXW8ddILz2FG7uccGirFKvblv/J4plNaEJ1ZjXAdMyzsv6UnVstOdSaxQRTHt4IGwnHsyWMLAZeUEhXyEV44CQ4+H0mVYn1zub/HUbR0O9rLPtQIBzHNwr7CoQBkyTFVeArDpnyEp/BKHq2AjlIVVnssYbStIG/pdnSXdMJddFjYV3gWsxN2JpjEHlEUESIyEHYQHVIbC7slvCFddusMS1ndjt6ytMKb2O9NOoFSz2bhUeFS36blbUlho+uwC2yT7Bk+GQs/R9Ol0V4CmF8Z0+3o+Q3SCvcwqLTBwiPCW2hGSWYunAE+kuwexg2FrRzKh+QjLBprNFIOL0gvPAdxfG6njh3ELRZWhbNJYCr3xCb6lXO4YXoOH3WQrpA+e+JRFZuktIAzy0c4++H94MKOMRZWhSnTTgOoJixzYQpgmWRpw+twZRJPN258m4it7uj0ESnCajEHQRZWhGXb42Eg9xN3WpN4Io+ug7cmwpUyVly6qQjq6o33VXE/wSTWWFgVHvQEImYufIHcYIN6loHwxwLapMs9vqj1/xBYp+/avUHYysbk0XZwysKKcKrx9PIszFIUAbMtHURE3vR2sEK3F7ae4jPpm8Ge1FkDsqRJv6ULeCxf9QhVm4UVYdtD/IMdq+Vw4FINWI9lDIStJor1nUoeTk1+ZZrzE56+PlocPLUcjq5AesBeys5ueghb/ZFWWBk9gGi/tM8/CxzzvTSGPZfCdF9AJrpEMQ9AwkCYUgeQLZIqHMWwZUV4GsPOFSt3H/2SFbq9sPsa/Tox/j48Ikyt1WRAlOPy1H5REEuLJsJ0mE8Kb7ZOfeGEr/D1UVMRTtC1umFPBEqJDJEc6YXVkTt+LyK8cNfiZ1rm6YX1NR+TX8XfP/qekZ9L/wXhMVG/EyMW/lPC+bR1F0YsrMn4d1p3t//9VzwszHEc94U9OqgBIAQCGHgXZODfJyLYB2lmBPRTAAAAAAAAAAAAYMyi7Vv/LL07e7rn8GM9h+s9h+s9h+s9h+s9h+s9h+s9h+s9hw87d8+jKBCAcfz4JxRLLtrIViZudblotFg7EuJHkJaYTDEFCQj4Arp+/NsTN36BJzmOnaexezLDT2YQiEPvc8JD7/tXwucqCsYve92MD2+w1B3BfRwGq3WWyPrqbTBel1YobLZAIhH+4CsvKuHc555SNOO0BqXwhS4Tq+lr6TJNdcItMuGjXDhZQGaLJRSSGR9GMBIK74GdzSO4SPoyWO3tYQu1TPiATvgEG+Eq/WzMoJLM+ESYZULhnx1FBmNJ36JbrUoYJSJhO2UtE84g1gpXcPv8KFRH8NpYbycUnm/93WN7MoI+M4n8vFsaApVwQ3CUCZdQaYXf4O8RtEAqmrFO+JmrRPiZEiai8RUBTSoTbqDVCvtwv4wO4NBf4WQOS12f2Y3wP0R9cxZWJ3yBtomCbVWohIHjl3RvhZMKuKn6cmBVnUXjy+Do6YQrHhntNcKWx7m7glNfhW0MTK1SmNdMM77Up/KEwjXQmGICK/NtzmEzB5Zn5R2K6wJaSV9MaJTCG9h8Np0DyLT7ML3dh9MFEJ21V245UAj6TrDzdMLPvEKlEZ51QzS9vZY2U2Bt1PeRx5AJ+ip4JhcKv0CtEW7h1n2nt14fhZM5EFtP1HeYR6t7md9P4fT3wj8/fsVeNMJHeO9+H156KVwCceKphFPg2t3h4Siar3SVjqD0un14LxHulmmbh4zSPgobH0IjfNoXw/Zoiwkskj4Kl+CfTP4Gs0QkXITcc9Kdc4/Ugr6CZ3aK8ZkZXcLc66NwUtPlVyp7Ppy2URDWufc9hL0k24TBatYYr5fCnneKw2D8nln3jsf/1+fe4hl6nxMeep8THnqfEx56nxMeep8THnqfEx56nxMeep8THnqfEx56n1zY/Z/W0PPDxeUPe3AgAAAAAADk/9oIqqqqqqqqqgo79faSQBDFcfzwY7w0W5qVmlLZhcruJaFRYFFElGZ0MwiD+v//iWxc9TgqazIPPpzPiz6cgTn7XVYIIYQQQgghhBBCiIkRATxqm8E0DRJG0zIRHf3s6eT0DREtAAhRADY/iknZzfBXVMQMOX2ihm36ppGgHheZc32Yr1aIKdUOdLxQjZClrjGvqK2Cti+1a67m5ClsxvlT8OIwqiMV5vOOOdpNDdjtYZzC3dN8fr0GWIXPNIxLlrOIlvyLdf0t8MLPLgr3y/uFp6gpvYpFr7KxA31KRNHAwnzeLSe7FfzCU2rYXaPBhbunj+3Ts6u6GustfBRDw4vcFzV7FerARyKyX9TIKuK+ccALr+Bcsas5KpyO8cJXeFqnpjIygYXtebfc7MYK87uqfxUefno7eU1W4Vfk0q14hc5cGTXzfxOXipiSbmzzwsfIWYXH/pIlynuxw1z2liiDP+F24QwezdgpQnOBhe15p5ztduM3su66gJORC/unVd+m2XeyC5fewv67v6TId313YX7PkFc93+jkxhovHMaio8JeCMZS1C6cwqcZUyGsWIVT6EiRYc875WY3XviXvXNvahqI4ujOncViRmuNrRWGR6UFpFZFKgoKKsrL9ygqjqPjOOro9/8EakK67XXrZturhPA7/xlvwu4cGiLj5EzTarLWs3bD011bTI5azzYYw4zlji3DGq3pnnv0tu4xvE2bQobnaf5sYebEBD1TqkTdd+kilVREjd67DfN5f+QNX+zdmzaORuhOspNVT8P8bLfhsEkfde9Sb+zT7XrPPfq5Vj2Gd+j543JxpPm4MKzhZqzjRmWXGQ6JHqmIe/TdfZfm8/7IG27TqtmbMRyt9Qtba9q7ND9buw0/o3aounhDRFfWRnvu0VdGVa/hx3RAc2tIw7vULqkIZniG6JuKOEmnnYb5vChCezOGzVrXacfPMD/baVg36PJLxQ0HS/e7zmzQQ80ML1Cw964wtVekMT2c4foE0fnGakGpvp/hJc/P8FJWPsP1ObO3w/oMv9qkWksxCmcnr9KONvfofa2Y4frX+GssE40OZ1jN3KwR0dVxzQybnzbs57CVeD5jP4fN3phhtlZPw/az7YZbZVrfsl/qzKvOPbo2oxLDnGqRTuhhDEc8On2KqMENlw8eI8IifXI+afF5UQT2xgw36T5bq8+TFj+7v+HWZVoLlZUztNh51DbsasWYoPtDGo5ZpaDKDH+mRnwPoYp2GubzogjsjRneZ2v1M7xPs5qdbTf8bY4meyfCvc+fku+OBwd/9dRmWNer8a6K9HYow1NL68kXrKsSjSSG4/tI9Ly3SWvO32nxeVkG35s+2Nuj33szhrvXygz3x3G2xbBepx/8imXa0PG3HdVVF/wuPUfL0R+u09WCGsZwoUJjXwvVaw16EaprRA+qM4lh3aZLi09as1S85jTM52WR3Ztma/X9nRY/+wItaG44PrZy8FvL7mNPiTamCvWdCp3S8TFuOD42ScHNN4V3PwLa036GO2zEd7JzAUUE20pVK0Q0nhhWUy8oYkU5DbN5YWT3pqO1XjFr9TDMzzZGStThTnLsAnV4lxwLn1PMREv9zXD4gWI2q2o4w+rG3YmR4PJY9O3/cC64vdIxrF7OTgSV+UXlNszmhZHdm2Zr9TXMz75A48xwcqzNDI9HJ5/7UAlGmuNb5lxmOD4Wnj55Jqic2tZmaVIYw4bYcA5IHHF8DHMuLet/eQyGD9vwaLCY7ljRduyt9RgMZ8nwbC3tsfDPY+dTHZM3/ItJ9oxPeTHM9jbQ/+L5zzSJYBiGAQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAkCm8mkRxQWgq5VsezLw08nvLV2Jp8N6SmrlI5GE4ms+s4e7eUr4SSwP3llRpLnhdpKk0b1sy8xkx/NfeUs4SSwP3ltRm5YHyMBzNZ9ZwT28pX4mlgXtLarylPAxH85kx7OgtqTJN5iaxNFhvKYYbtr9B3JAxw2xvzHBuEkvevaX8GLb1lozh3CSW/HpLbsOcDBvu21saLs+iMpZYSt0kyp/hvr2lfCWWUvaW8mjY9JZkP8MSiSXySCxJNYnyZ7hvbykLiaVXHokloSZR/p60+vaW8pVYSt8kyqVha2/p8BJLKmViSYkZ5r2lPN2l+/eW/m9iaVogsSTaJMqNYevezL+Hc5NYGri3VDKzJadhPi+E/N78DfNAU+YSS95NovwYtu3NGD5eiaXj2mo5PoklGP7HiSV3dgmGs2R4tiaeXUpnGDWelHs77gEeGM67YQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAgg2SSK00Gvqynf8mDmU5GVvf2ZQPJ7/wMvLNlCS+aKAsj1lkw6KI3hnnk55HtLfG88geRp2H4pHloSMCzbW2LpIOfblvi8JPK9Jb5WnkDyeA+TtbBkDy2NZsBwb29p4eAlnA1achrm87LI95YWTBaJJZA2530M2wtLltCSgGHZ3hJLBzkN83lJ5HtLPItUputdCSQfw/xSBhZaEjAs21ti6SDnG8T5vDDyvSWzVmM4SiApZtj5bnF7YYmHlgQMC/eWDGGZPjoN83lh5HtLJoukjOFbwa72N2wvLPHQkoBh2d6SYYPa2nmX5vOSyPeWeBbJJJC2FDPcD8elLKElAcOSvSWWDnIaZvOiyPeW+FpNAkn5G7Zvm4eWBAxL95ZMOuiLchvm8/LI95Z4FukWrWk/w/ZL2UNLAoZle0s8HeQ2bObFke8t8bWaBJK/YX4pe2hJwrB8b6l126SDXE9aZl4c+d4SzyLxBNKY9njS4peyh5YEDAv3luJ00E2lUhk28+LI95bsa306qGFeWLKHlgQMi/eW9En64fGOeDMvjnxvSa9b1+p9l+aFpf6hJQHD4r2lFZoOPQybeWHke0s8i1Sm64MathaWYlhoScCwdG/pnpn95DTM5wWR7y2xLNIwhq2FpRgWWhIwLN1bansabmfOcP/eUlvKsLWwFMNDS6PZea3/MWq1MMRKTBwY7s8RM/y7ugTDXhwxw7M1fSQM/2TvXFubiKIoejlMDUStGht84KNG6/uJShQjim9sVSqKIIKKiP//H4g30UO2E8/cuK1j3OvrnA7nunCaQJn1n9R4ZsPv9Ky0Ka8jw4tuWAghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEASYTaLhsVwLWm/4lgefp8M/W0qvuranfv+idzL4yx78jogXmc4GN97a3hLWglKAzycy/N5SGjw3cx+4f7lhvGN9iIpgmNdbyrWgI7kWdCV82xLOc+H3ltLu1e6rZffh+5fVkabvuOF3nBGiCm68pb2lXAtKk1pQaBjnufB7S+lU/14CH3PWkfCOABSZCIY5vSWoBYWGcZ4Lv7eUDp5P7mPFrsxdR/I7vvY7zgxRMQzze0sjWyup8eR5OvzeEhie2h9ENIzygOG6EBXBMLG35LWgzdAwzpPh95bQMNSRuIa9yEQwzOwtYS0oBfg8CX5vCX0Q6kiBYSgyEQzzekteC4oNwzwB7tkCw7A/zzCGqAiGWb0lrwVdWbKdoWGc58HvLaEP3P+iPeYa9iITwTCrtwS1oE5oGOcJMM8WGcb9OYYxREUwTOstYS0o/KSF8wSYZ4sM4/7ET1peZCIYpvaWemc+XsqXel27FxrGeQLUswWGvY7k5+UY9iITwTC5t3TUnk2+qNtm+JTGeRL83hL6wDpS3v847yntRSaCYXJv6anZs0ktKEWGcZ4F/2yzvw8/hTrSfIYxu+RFJoJhcm+pd8zGHPoUGsZ5Lvze0m6fvZUNz11Hqr+jG4YiE8EwqbeUebQj14IGKTQM8zz4Z6s3DPv/rmHPLkGRqR1BD7Vapg0vXnZJhqdFLF52SYanRSxedkk1nnn+iqcZZ1sR5ZHhRTcshBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIArQmkRdM9jZ8y4PPN+Lvn+37yt0fR6wavtHh0sdz3f6O+6mWOLv0M8PnOfXUCd4Dwe0tZTonCwzn+bYaht4SrFxmePsuyzytmW+SXZqdqhoEhqm9pcwHu5CNhW9b8vlWGI56Sxk8Ymx4/NP7Vm3/5fXjZ6x7LQGNs0v4FHmzJ0g98XtLmaE9ONXMsM+30zD0lpxhN69cYviuvRiMC00H4AeC7NK6Z5dSceqJ31vKD7D+ZjPDPt8Ow1FvacV/DfWPHys0fMCe5cFrttRLUwTZpcqzS05B6onfWzphj9I3Y3GNx+dbZBjOVmv4gz1KYDh8W/jRcQMmVUugsiC7VMvIRoFhcm9paE9SM8M+3ybDNb0lNDzsPqmKDS/Zrcm/Q1btFGSXAEw9bU1vqXPywkM0PJvxfKsMz+ot4cqFT+me2aeUuWNf4CcaZ5dSeeqJ31s6YdtSgeE83yrDQW8pr3w/FRsemH1Omdv2uMCwZ5dmp6oqnuG4tzS0USownOfbZTjoLeWVq8T/Pxxnl+pTVYcv2uOKZTjuLXUOrb4sMJznW2Y46C2lzsm8coFh+D28am8TEGeXfp2qeskyHPeWrptzIPykhfNs+L0lXLlq/knrrN39Hrh5n4CG2SUEU09b0VvaKDS80U7Ddb0lWLnY8Btbq8YP+T6oaJZdcjD1tGz3fI8/21ty4qe0066ndNBbcsqe0vlhmj/0PrBRM8OYXUJWJqmnm0HqidQkWhjDtWfz78PzG66u2unL6+fXbPkStJUaZpfw0kaQeiI3if5hw+HZOIbTkQuWuVGBq+bZJb8UpZ74TaLFMVxzNo7htLl2qNs/Ne6xeFupJLuULzl73+XU08NgD7VampwtqKhw2kp4qV1FJhmmtZWWf3lJhr/RfsPeViq71JtjD9V45q7xlP0Vz1y0qNcjw4tuWAghhBBCCCGEEEIIIYQQ4mt7d6zSQBBFYXi4xEQGibAoiYURDAhGERstrCxCAhsQwoJYKBZa+P5PYDEuIdNcFw5LXP+vPlsdGLa6BwAAAAAAAAAAAAAAAAAACOg2iVZWe/vNlYetPPT0e0vrhg2vaXgHNNlbmthDg2tLKQ+RVvaWbu2sQcMpD5FW9pb6Nm7QcMpDpJW9pYXNQ+Kv8dR5iLSyt7S0p/JouDcrB37DWR5BT7+3VNqP2bn7Sud56On3li4tVu+DSRXtxG04z0NPv7c0/fyoF0323YbzPMT0e0sbo2h9t+E8DzX93tLGlT26f1p5Hmr6vaXQm47SN0N7dhvO85DT7y1d2F3aTLablftK53nI6feWTi3eXw9evqJVwWs4z0NPv7dUvFoyL9yG8zyCnn5vqViOD+PxwaIX3Ia38pyw33Vd3moBDf8HNNx1XV7jAQ3/Ed+5DCWO7U1i3AAAAABJRU5ErkJggg==)

We can get the sub-list of the list using the following syntax.

1. list\_varible(start:stop:step)

* The beginning indicates the beginning record position of the rundown.
* The stop signifies the last record position of the rundown.
* Within a start, the step is used to skip the nth element: stop.

The start parameter is the initial index, the step is the ending index, and the value of the end parameter is the number of elements that are "stepped" through. The default value for the step is one without a specific value. Inside the resultant Sub List, the same with record start would be available, yet the one with the file finish will not. The first element in a list appears to have an index of zero.

Consider the following example:

**Code**

list = [1,2,3,4,5,6,7]

**print**(list[0])

**print**(list[1])

**print**(list[2])

**print**(list[3])

# Slicing the elements

**print**(list[0:6])

# By default, the index value is 0 so its starts from the 0th element and go for index -1.

**print**(list[:])

**print**(list[2:5])

**print**(list[1:6:2])

**Output:**

1

2

3

4

[1, 2, 3, 4, 5, 6]

[1, 2, 3, 4, 5, 6, 7]

[3, 4, 5]

[2, 4, 6]

In contrast to other programming languages, Python lets you use negative indexing as well. The negative indices are counted from the right. The index -1 represents the final element on the List's right side, followed by the index -2 for the next member on the left, and so on, until the last element on the left is reached.

![Python List](data:image/png;base64,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)

Let's have a look at the following example where we will use negative indexing to access the elements of the list.

**Code**

# negative indexing example

list = [1,2,3,4,5]

**print**(list[-1])

**print**(list[-3:])

**print**(list[:-1])

**print**(list[-3:-1])

**Output:**

5

[3, 4, 5]

[1, 2, 3, 4]

[3, 4]

Negative indexing allows us to obtain an element, as previously mentioned. The rightmost item in the List was returned by the first print statement in the code above. The second print statement returned the sub-list, and so on.

**Updating List Values**

Due to their mutability and the slice and assignment operator's ability to update their values, lists are Python's most adaptable data structure. Python's append () and insert () methods can also add values to a list.

Consider the following example to update the values inside the List.

**Code**

# updating list values

list = [1, 2, 3, 4, 5, 6]

**print**(list)

# It will assign value to the value to the second index

list[2] = 10

**print**(list)

# Adding multiple-element

list[1:3] = [89, 78]

**print**(list)

# It will add value at the end of the list

list[-1] = 25

**print**(list)

**Output:**

[1, 2, 3, 4, 5, 6]

[1, 2, 10, 4, 5, 6]

[1, 89, 78, 4, 5, 6]

[1, 89, 78, 4, 5, 25]

The list elements can also be deleted by using the **del** keyword. Python also provides us the **remove ()** method if we do not know which element is to be deleted from the list.

Consider the following example to delete the list elements.

**Code**

list = [1, 2, 3, 4, 5, 6]

**print**(list)

# It will assign value to the value to second index

list[2] = 10

**print**(list)

# Adding multiple element

list[1:3] = [89, 78]

**print**(list)

# It will add value at the end of the list

list[-1] = 25

**print**(list)

**Output:**

[1, 2, 3, 4, 5, 6]

[1, 2, 10, 4, 5, 6]

[1, 89, 78, 4, 5, 6]

[1, 89, 78, 4, 5, 25]

**Python List Operations**

The concatenation (+) and repetition (\*) operators work in the same way as they were working with the strings. The different operations of list are

1. Repetition
2. Concatenation
3. Length
4. Iteration
5. Membership

We check how the list responds to various operators.

1. Repetition

The redundancy administrator empowers the rundown components to be rehashed on different occasions.

**Code**

# repetition of list

# declaring the list

list1 = [12, 14, 16, 18, 20]

# repetition operator \*

l = list1 \* 2

**print**(l)

**Output:**

[12, 14, 16, 18, 20, 12, 14, 16, 18, 20]

2. Concatenation

It concatenates the list mentioned on either side of the operator.

**Code**

# concatenation of two lists

# declaring the lists

list1 = [12, 14, 16, 18, 20]

list2 = [9, 10, 32, 54, 86]

# concatenation operator +

l = list1 + list2

**print**(l)

**Output:**

[12, 14, 16, 18, 20, 9, 10, 32, 54, 86]

3. Length

It is used to get the length of the list

**Code**

# size of the list

# declaring the list

list1 = [12, 14, 16, 18, 20, 23, 27, 39, 40]

# finding length of the list

len(list1)

**Output:**

9

4. Iteration

The for loop is used to iterate over the list elements.

**Code**

# iteration of the list

# declaring the list

list1 = [12, 14, 16, 39, 40]

# iterating

**for** i **in** list1:

**print**(i)

**Output:**

12

14

16

39

40

5. Membership

It returns true if a particular item exists in a particular list otherwise false.

**Code**

# membership of the list

# declaring the list

list1 = [100, 200, 300, 400, 500]

# true will be printed if value exists

# and false if not

**print**(600 **in** list1)

**print**(700 **in** list1)

**print**(1040 **in** list1)

**print**(300 **in** list1)

**print**(100 **in** list1)

**print**(500 **in** list1)

**Output:**

False

False

False

True

True

True

**Iterating a List**

A list can be iterated by using a for - in loop. A simple list containing four strings, which can be iterated as follows.

**Code**

# iterating a list

list = ["John", "David", "James", "Jonathan"]

**for** i **in** list:

    # The i variable will iterate over the elements of the List and contains each element in each iteration.

**print**(i)

**Output:**

John

David

James

Jonathan

**Adding Elements to the List**

The append() function in Python can add a new item to the List. In any case, the annex() capability can enhance the finish of the rundown.

Consider the accompanying model, where we take the components of the rundown from the client and print the rundown on the control center.

**Code**

#Declaring the empty list

l =[]

#Number of elements will be entered by the user

n = int(input("Enter the number of elements in the list:"))

# for loop to take the input

**for** i **in** range(0,n):

  # The input is taken from the user and added to the list as the item

  l.append(input("Enter the item:"))

**print**("printing the list items..")

# traversal loop to print the list items

**for** i **in** l:

**print**(i, end = "  ")

**Output:**

Enter the number of elements in the list:10

Enter the item:32

Enter the item:56

Enter the item:81

Enter the item:2

Enter the item:34

Enter the item:65

Enter the item:09

Enter the item:66

Enter the item:12

Enter the item:18

printing the list items..

32 56 81 2 34 65 09 66 12 18

**Removing Elements from the List**

The remove() function in Python can remove an element from the List. To comprehend this idea, look at the example that follows.

**Example -**

**Code**

list = [0,1,2,3,4]

**print**("printing original list: ");

**for** i **in** list:

**print**(i,end=" ")

list.remove(2)

**print**("\nprinting the list after the removal of first element...")

**for** i **in** list:

**print**(i,end=" ")

**Output:**

printing original list:

0 1 2 3 4

printing the list after the removal of first element...

0 1 3 4

**Python List Built-in Functions**

Python provides the following built-in functions, which can be used with the lists.

1. len()
2. max()
3. min()

**len( )**

**It is used to calculate the length of the list.**

**Code**

# size of the list

# declaring the list

list1 = [12, 16, 18, 20, 39, 40]

# finding length of the list

len(list1)

**Output:**

6

**Max( )**

**It returns the maximum element of the list**

**Code**

# maximum of the list

list1 = [103, 675, 321, 782, 200]

# large element in the list

**print**(max(list1))

**Output:**

782

**Min( )**

**It returns the minimum element of the list**

**Code**

# minimum of the list

list1 = [103, 675, 321, 782, 200]

# smallest element in the list

**print**(min(list1))

**Output:**

103

Let's have a look at the few list examples.

**Example: 1-** Create a program to eliminate the List's duplicate items.

**Code**

list1 = [1,2,2,3,55,98,65,65,13,29]

# Declare an empty list that will store unique values

list2 = []

**for** i **in** list1:

**if** i **not** **in** list2:

        list2.append(i)

**print**(list2)

**Output:**

[1, 2, 3, 55, 98, 65, 13, 29]

**Example:2-** Compose a program to track down the amount of the component in the rundown.

**Code**

1. list1 = [3,4,5,9,10,12,24]
2. sum = 0
3. **for** i **in** list1:
4. sum = sum+i
5. **print**("The sum is:",sum)

**Output:**

The sum is: 67

In [8]:

**Example: 3-** Compose the program to find the rundowns comprise of somewhere around one normal component.

**Code**

1. list1 = [1,2,3,4,5,6]
2. list2 = [7,8,9,2,10]
3. **for** x **in** list1:
4. **for** y **in** list2:
5. **if** x == y:
6. **print**("The common element is:",x)

**Output:**

The common element is: 2

# Set

A Python set is the collection of the unordered items. Each element in the set must be unique, immutable, and the sets remove the duplicate elements. Sets are mutable which means we can modify it after its creation. we cannot directly access any element of the set by the index

Creating a set:

The set can be created by enclosing the comma-separated immutable items with the curly braces {}. Python also provides the set() method, which can be used to create the set by the passed sequence.

Example 1: Using curly braces

Days = {"Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday", "Sunday"}

**print**(Days)

**print**(type (Days))

**print**("looping through the set elements ... ")

**for** i **in** Days:

**print**(i)

**Output:**

{'Friday', 'Tuesday', 'Monday', 'Saturday', 'Thursday', 'Sunday', 'Wednesday'}

<class 'set'>

looping through the set elements ...

Friday

Tuesday

Monday

Saturday

Thursday

Sunday

Wednesday

Example 2: Using set() method

Days = set(["Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday", "Sunday"])

**print**(Days)

**print**(type(Days))

**print**("looping through the set elements ... ")

**for** i **in** Days:

**print**(i)

**Output:**

{'Friday', 'Wednesday', 'Thursday', 'Saturday', 'Monday', 'Tuesday', 'Sunday'}

<class 'set'>

looping through the set elements ...

Friday

Wednesday

Thursday

Saturday

Monday

Tuesday

Sunday

It can contain any type of element such as integer, float, tuple etc. But mutable elements (list, dictionary, set) can't be a member of set. Consider the following example.

# Creating a set which have immutable elements

set1 = {1,2,3, "JavaTpoint", 20.5, 14}

**print**(type(set1))

#Creating a set which have mutable element

set2 = {1,2,3,["Javatpoint",4]}

**print**(type(set2))

**Output:**

<class 'set'>

Traceback (most recent call last)

<ipython-input-5-9605bb6fbc68> in <module>

4

5 #Creating a set which holds mutable elements

----> 6 set2 = {1,2,3,["Javatpoint",4]}

7 print(type(set2))

TypeError: unhashable type: 'list'

In the above code, we have created two sets, the set **set1** have immutable elements and set2 have one mutable element as a list. While checking the type of set2, it raised an error, which means set can contain only immutable elements.

Creating an empty set is a bit different because empty curly {} braces are also used to create a dictionary as well. So Python provides the set() method used without an argument to create an empty set.

# Empty curly braces will create dictionary

set3 = {}

**print**(type(set3))

# Empty set using set() function

set4 = set()

**print**(type(set4))

**Output:**

<class 'dict'>

<class 'set'>

Let's see what happened if we provide the duplicate element to the set.

set5 = {1,2,4,4,5,8,9,9,10}

**print**("Return set with unique elements:",set5)

**Output:**

Return set with unique elements: {1, 2, 4, 5, 8, 9, 10}

In the above code, we can see that **set5** consisted of multiple duplicate elements when we printed it remove the duplicity from the set.

Adding items to the set

Python provides the **add()** method and **update()** method which can be used to add some particular item to the set. The add() method is used to add a single element whereas the update() method is used to add multiple elements to the set. Consider the following example.

Example: 1 - Using add() method

Months = set(["January","February", "March", "April", "May", "June"])

**print**("\nprinting the original set ... ")

**print**(months)

**print**("\nAdding other months to the set...")

Months.add("July")

Months.add ("August")

**print**("\nPrinting the modified set...")

**print**(Months)

**print**("\nlooping through the set elements ... ")

**for** i **in** Months:

**print**(i)

**Output:**

printing the original set ...

{'February', 'May', 'April', 'March', 'June', 'January'}

Adding other months to the set...

Printing the modified set...

{'February', 'July', 'May', 'April', 'March', 'August', 'June', 'January'}

looping through the set elements ...

February

July

May

April

March

August

June

January

To add more than one item in the set, Python provides the **update()** method. It accepts iterable as an argument.

Consider the following example.
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Example - 2 Using update() function

Months = ({"January","February", "March", "April", "May", "June"})

**print**("\nprinting the original set ... ")

**print**(Months)

**print**("\nupdating the original set ... ")

Months.update({"July","August","September","October"});

**print**("\nprinting the modified set ... ")

**print**(Months);

**Output:**

printing the original set ...

{'January', 'February', 'April', 'May', 'June', 'March'}

updating the original set ...

printing the modified set ...

{'January', 'February', 'April', 'August', 'October', 'May', 'June', 'July', 'September', 'March'}

Removing items from the set

Python provides the **discard()** method and **remove()** method which can be used to remove the items from the set. The difference between these function, using discard() function if the item does not exist in the set then the set remain unchanged whereas remove() method will through an error.

Consider the following example.

Example-1 Using discard() method

months = set(["January","February", "March", "April", "May", "June"])

**print**("\nprinting the original set ... ")

**print**(months)

**print**("\nRemoving some months from the set...");

months.discard("January");

months.discard("May");

**print**("\nPrinting the modified set...");

**print**(months)

**print**("\nlooping through the set elements ... ")

**for** i **in** months:

**print**(i)

**Output:**

printing the original set ...

{'February', 'January', 'March', 'April', 'June', 'May'}

Removing some months from the set...

Printing the modified set...

{'February', 'March', 'April', 'June'}

looping through the set elements ...

February

March

April

June

Python provides also the **remove()** method to remove the item from the set. Consider the following example to remove the items using **remove()** method.
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Example-2 Using remove() function

months = set(["January","February", "March", "April", "May", "June"])

**print**("\nprinting the original set ... ")

**print**(months)

**print**("\nRemoving some months from the set...");

months.remove("January");

months.remove("May");

**print**("\nPrinting the modified set...");

**print**(months)

**Output:**

printing the original set ...

{'February', 'June', 'April', 'May', 'January', 'March'}

Removing some months from the set...

Printing the modified set...

{'February', 'June', 'April', 'March'}

We can also use the pop() method to remove the item. Generally, the pop() method will always remove the last item but the set is unordered, we can't determine which element will be popped from set.

Consider the following example to remove the item from the set using pop() method.

Months = set(["January","February", "March", "April", "May", "June"])

**print**("\nprinting the original set ... ")

**print**(Months)

**print**("\nRemoving some months from the set...");

Months.pop();

Months.pop();

**print**("\nPrinting the modified set...");

**print**(Months)

**Output:**

printing the original set ...

{'June', 'January', 'May', 'April', 'February', 'March'}

Removing some months from the set...

Printing the modified set...

{'May', 'April', 'February', 'March'}

In the above code, the last element of the **Month** set is **March** but the pop() method removed the **June and January** because the set is unordered and the pop() method could not determine the last element of the set.

Python provides the clear() method to remove all the items from the set.

Consider the following example.

Months = set(["January","February", "March", "April", "May", "June"])

**print**("\nprinting the original set ... ")

**print**(Months)

**print**("\nRemoving all the items from the set...");

Months.clear()

**print**("\nPrinting the modified set...")

**print**(Months)

**Output:**

printing the original set ...

{'January', 'May', 'June', 'April', 'March', 'February'}

Removing all the items from the set...

Printing the modified set...

set()
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Difference between discard() and remove()

Despite the fact that **discard()** and **remove()** method both perform the same task, There is one main difference between discard() and remove().

If the key to be deleted from the set using discard() doesn't exist in the set, the Python will not give the error. The program maintains its control flow.

On the other hand, if the item to be deleted from the set using remove() doesn't exist in the set, the Python will raise an error.

Consider the following example.

Example-

Months = set(["January","February", "March", "April", "May", "June"])

**print**("\nprinting the original set ... ")

**print**(Months)

**print**("\nRemoving items through discard() method...");

Months.discard("Feb"); #will not give an error although the key feb is not available in the set

**print**("\nprinting the modified set...")

**print**(Months)

**print**("\nRemoving items through remove() method...");

Months.remove("Jan") #will give an error as the key jan is not available in the set.

**print**("\nPrinting the modified set...")

**print**(Months)

**Output:**

printing the original set ...

{'March', 'January', 'April', 'June', 'February', 'May'}

Removing items through discard() method...

printing the modified set...

{'March', 'January', 'April', 'June', 'February', 'May'}

Removing items through remove() method...

Traceback (most recent call last):

File "set.py", line 9, in

Months.remove("Jan")

KeyError: 'Jan'

Python Set Operations

Set can be performed mathematical operation such as union, intersection, difference, and symmetric difference. Python provides the facility to carry out these operations with operators or methods. We describe these operations as follows.

Union of two Sets

To combine two or more sets into one set in Python, use the union() function. All of the distinctive characteristics from each combined set are present in the final set. As parameters, one or more sets may be passed to the union() function. The function returns a copy of the set supplied as the lone parameter if there is just one set. The method returns a new set containing all the different items from all the arguments if more than one set is supplied as an argument.

![Python Set](data:image/png;base64,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)

Consider the following example to calculate the union of two sets.

**Example 1: using union | operator**

Days1 = {"Monday","Tuesday","Wednesday","Thursday", "Sunday"}

Days2 = {"Friday","Saturday","Sunday"}

**print**(Days1|Days2) #printing the union of the sets

**Output:**

{'Friday', 'Sunday', 'Saturday', 'Tuesday', 'Wednesday', 'Monday', 'Thursday'}

Python also provides the **union()** method which can also be used to calculate the union of two sets. Consider the following example.

**Example 2: using union() method**

Days1 = {"Monday","Tuesday","Wednesday","Thursday"}

Days2 = {"Friday","Saturday","Sunday"}

**print**(Days1.union(Days2)) #printing the union of the sets

**Output:**

{'Friday', 'Monday', 'Tuesday', 'Thursday', 'Wednesday', 'Sunday', 'Saturday'}

Now, we can also make the union of more than two sets using the union() function, for example:

**Program:**

# Create three sets

set1 = {1, 2, 3}

set2 = {2, 3, 4}

set3 = {3, 4, 5}

# Find the common elements between the three sets

common\_elements = set1.union(set2, set3)

# Print the common elements

**print**(common\_elements)

**Output:**

{1, 2, 3, 4, 5}

### The intersection of two sets

To discover what is common between two or more sets in Python, apply the intersection() function. Only the items in all sets being compared are included in the final set. One or more sets can also be used as the intersection() function parameters. The function returns a copy of the set supplied as the lone parameter if there is just one set. The method returns a new set that only contains the elements in all the compared sets if multiple sets are supplied as arguments.

The intersection of two sets can be performed by the **and &** operator or the **intersection() function**. The intersection of the two sets is given as the set of the elements that common in both sets.
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Consider the following example.

**Example 1: Using & operator**

Days1 = {"Monday","Tuesday", "Wednesday", "Thursday"}

Days2 = {"Monday","Tuesday","Sunday", "Friday"}

**print**(Days1&Days2) #prints the intersection of the two sets

**Output:**

{'Monday', 'Tuesday'}

**Example 2: Using intersection() method**

set1 = {"Devansh","John", "David", "Martin"}

set2 = {"Steve", "Milan", "David", "Martin"}

**print**(set1.intersection(set2)) #prints the intersection of the two sets

**Output:**

{'Martin', 'David'}

**Example 3:**

set1 = {1,2,3,4,5,6,7}

set2 = {1,2,20,32,5,9}

set3 ={1,4,20,10}

set4 =set1.intersection(set2,set3)

**print**(set4)

**Output:**

{1,2,5}

Similarly, as the same as union function, we can perform the intersection of more than two sets at a time,

For Example:

**Program**

# Create three sets

set1 = {1, 2, 3}

set2 = {2, 3, 4}

set3 = {3, 4, 5}

# Find the common elements between the three sets

common\_elements = set1.intersection(set2, set3)

# Print the common elements

**print**(common\_elements)

**Output:**

{3}

## The intersection\_update() method

The **intersection\_update()** method removes the items from the original set that are not present in both the sets (all the sets if more than one are specified).

The **intersection\_update()** method is different from the intersection() method since it modifies the original set by removing the unwanted items, on the other hand, the intersection() method returns a new set.

Consider the following example.

a = {"Devansh", "bob", "castle"}

b = {"castle", "dude", "emyway"}

c = {"fuson", "gaurav", "castle"}

a.intersection\_update(b, c)

**print**(a)

**Output:**

{'castle'}

## Difference between the two sets

The difference of two sets can be calculated by using the subtraction (-) operator or **intersection()** method. Suppose there are two sets A and B, and the difference is A-B that denotes the resulting set will be obtained that element of A, which is not present in the set B.
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Consider the following example.

**Example 1 : Using subtraction ( - ) operator**

Days1 = {"Monday",  "Tuesday", "Wednesday", "Thursday"}

Days2 = {"Monday", "Tuesday", "Sunday"}

**print**(Days1-Days2) #{"Wednesday", "Thursday" will be printed}

**Output:**

{'Thursday', 'Wednesday'}

**Example 2 : Using difference() method**

Days1 = {"Monday",  "Tuesday", "Wednesday", "Thursday"}

Days2 = {"Monday", "Tuesday", "Sunday"}

**print**(Days1.difference(Days2)) # prints the difference of the two sets Days1 and Days2

**Output:**

{'Thursday', 'Wednesday'}

## Symmetric Difference of two sets

In Python, the symmetric Difference between set1 and set2 is the set of elements present in one set or the other but not in both sets. In other words, the set of elements is in set1 or set2 but not in their intersection.

The Symmetric Difference of two sets can be computed using Python's symmetric\_difference() method. This method returns a new set containing all the elements in either but not in both. Consider the following example:

![Python Set](data:image/png;base64,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)

**Example - 1: Using ^ operator**

a = {1,2,3,4,5,6}

b = {1,2,9,8,10}

c = a^b

**print**(c)

**Output:**

{3, 4, 5, 6, 8, 9, 10}

**Example - 2: Using symmetric\_difference() method**

a = {1,2,3,4,5,6}

b = {1,2,9,8,10}

c = a.symmetric\_difference(b)

**print**(c)

**Output:**

{3, 4, 5, 6, 8, 9, 10}

## Set comparisons

In Python, you can compare sets to check if they are equal, if one set is a subset or superset of another, or if two sets have elements in common.

Here are the set comparison operators available in Python:

* ==: checks if two sets have the same elements, regardless of their order.
* !=: checks if two sets are not equal.
* <: checks if the left set is a proper subset of the right set (i.e., all elements in the left set are also in the right set, but the right set has additional elements).
* <=: checks if the left set is a subset of the right set (i.e., all elements in the left set are also in the right set).
* >: checks if the left set is a proper superset of the right set (i.e., all elements in the right set are also in the left set, but the left set has additional elements).
* >=: checks if the left set is a superset of the right set (i.e., all elements in the right set are also in the left).

**Consider the following example.**

Days1 = {"Monday",  "Tuesday", "Wednesday", "Thursday"}

Days2 = {"Monday", "Tuesday"}

Days3 = {"Monday", "Tuesday", "Friday"}

#Days1 is the superset of Days2 hence it will print true.

**print** (Days1>Days2)

#prints false since Days1 is not the subset of Days2

**print** (Days1<Days2)

#prints false since Days2 and Days3 are not equivalent

**print** (Days2 == Days3)

**Output:**

True

False

False

### Set Programming Example

**Example - 1:** Write a program to remove the given number from the set.

my\_set = {1,2,3,4,5,6,12,24}

n = int(input("Enter the number you want to remove"))

my\_set.discard(n)

**print**("After Removing:",my\_set)

**Output:**

Enter the number you want to remove:12

After Removing: {1, 2, 3, 4, 5, 6, 24}

**Example - 2:** Write a program to add multiple elements to the set.

set1 = set([1,2,4,"John","CS"])

set1.update(["Apple","Mango","Grapes"])

**print**(set1)

**Output:**

{1, 2, 4, 'Apple', 'John', 'CS', 'Mango', 'Grapes'}

**Example - 3:** Write a program to find the union between two set.

set1 = set(["Peter","Joseph", 65,59,96])

set2  = set(["Peter",1,2,"Joseph"])

set3 = set1.union(set2)

**print**(set3)

**Output:**

{96, 65, 2, 'Joseph', 1, 'Peter', 59}

**Example- 4:** Write a program to find the intersection between two sets.

set1 = {23,44,56,67,90,45,"Javatpoint"}

set2 = {13,23,56,76,"Sachin"}

set3 = set1.intersection(set2)

**print**(set3)

**Output:**

{56, 23}

**Example - 5:** Write the program to add element to the frozenset.

set1 = {23,44,56,67,90,45,"Javatpoint"}

set2 = {13,23,56,76,"Sachin"}

set3 = set1.intersection(set2)

**print**(set3)

**Output:**

TypeError: 'frozenset' object does not support item assignment

Above code raised an error because frozensets are immutable and can't be changed after creation.

**Example - 6:** Write the program to find the issuperset, issubset and superset.

set1 = set(["Peter","James","Camroon","Ricky","Donald"])

set2 = set(["Camroon","Washington","Peter"])

set3 = set(["Peter"])

issubset = set1 >= set2

**print**(issubset)

issuperset = set1 <= set2

**print**(issuperset)

issubset = set3 <= set2

**print**(issubset)

issuperset = set2 >= set3

**print**(issuperset)

**Output:**

False

False

True

True

## Python Built-in set methods

Python contains the following methods to be used with the sets.

|  |  |  |
| --- | --- | --- |
| **SN** | **Method** | **Description** |
| 1 | [add(item)](https://www.javatpoint.com/python-set-add-method) | It adds an item to the set. It has no effect if the item is already present in the set. |
| 2 | clear() | It deletes all the items from the set. |
| 3 | copy() | It returns a shallow copy of the set. |
| 4 | difference\_update(....) | It modifies this set by removing all the items that are also present in the specified sets. |
| 5 | [discard(item)](https://www.javatpoint.com/python-set-discard-method) | It removes the specified item from the set. |
| 6 | intersection() | It returns a new set that contains only the common elements of both the sets. (all the sets if more than two are specified). |
| 7 | intersection\_update(....) | It removes the items from the original set that are not present in both the sets (all the sets if more than one are specified). |
| 8 | Isdisjoint(....) | Return True if two sets have a null intersection. |
| 9 | Issubset(....) | Report whether another set contains this set. |
| 10 | Issuperset(....) | Report whether this set contains another set. |
| 11 | [pop()](https://www.javatpoint.com/python-set-pop-method) | Remove and return an arbitrary set element that is the last element of the set. Raises KeyError if the set is empty. |
| 12 | [remove(item)](https://www.javatpoint.com/python-set-remove-method) | Remove an element from a set; it must be a member. If the element is not a member, raise a KeyError. |
| 13 | symmetric\_difference(....) | Remove an element from a set; it must be a member. If the element is not a member, raise a KeyError. |
| 14 | symmetric\_difference\_update(....) | Update a set with the symmetric difference of itself and another. |
| 15 | union(....) | Return the union of sets as a new set. (i.e. all elements that are in either set.) |
| 16 | update() | Update a set with the union of itself and others. |

# **Python Tuples**

A comma-separated group of items is called a Python triple. The ordering, settled items, and reiterations of a tuple are to some degree like those of a rundown, but in contrast to a rundown, a tuple is unchanging.

The main difference between the two is that we cannot alter the components of a tuple once they have been assigned. On the other hand, we can edit the contents of a list.

**Example**

1. ("Suzuki", "Audi", "BMW"," Skoda ") is a tuple.

### Features of Python Tuple

* Tuples are an immutable data type, meaning their elements cannot be changed after they are generated.
* Each element in a tuple has a specific order that will never change because tuples are ordered sequences.

### Forming a Tuple:

All the objects-also known as "elements"-must be separated by a comma, enclosed in parenthesis (). Although parentheses are not required, they are recommended.

Any number of items, including those with various data types (dictionary, string, float, list, etc.), can be contained in a tuple.

**Code**

1. # Python program to show how to create a tuple
2. # Creating an empty tuple
3. empty\_tuple = ()
4. print("Empty tuple: ", empty\_tuple)
5. # Creating tuple having integers
6. int\_tuple = (4, 6, 8, 10, 12, 14)
7. print("Tuple with integers: ", int\_tuple)
8. # Creating a tuple having objects of different data types
9. mixed\_tuple = (4, "Python", 9.3)
10. print("Tuple with different data types: ", mixed\_tuple)
11. # Creating a nested tuple
12. nested\_tuple = ("Python", {4: 5, 6: 2, 8:2}, (5, 3, 5, 6))
13. print("A nested tuple: ", nested\_tuple)

**Output:**

Empty tuple: ()

Tuple with integers: (4, 6, 8, 10, 12, 14)

Tuple with different data types: (4, 'Python', 9.3)

A nested tuple: ('Python', {4: 5, 6: 2, 8: 2}, (5, 3, 5, 6))

Parentheses are not necessary for the construction of multiples. This is known as triple pressing.

**Code**

1. # Python program to create a tuple without using parentheses
2. # Creating a tuple
3. tuple\_ = 4, 5.7, "Tuples", ["Python", "Tuples"]
4. # Displaying the tuple created
5. print(tuple\_)
6. # Checking the data type of object tuple\_
7. print(type(tuple\_) )
8. # Trying to modify tuple\_
9. **try**:
10. tuple\_[1] = 4.2
11. except:
12. print(TypeError )

**Output:**

(4, 5.7, 'Tuples', ['Python', 'Tuples'])

<class 'tuple'>

<class 'TypeError'>

The development of a tuple from a solitary part may be complex.

Essentially adding a bracket around the component is lacking. A comma must separate the element to be recognized as a tuple.

**Code**

1. # Python program to show how to create a tuple having a single element
2. single\_tuple = ("Tuple")
3. print( type(single\_tuple) )
4. # Creating a tuple that has only one element
5. single\_tuple = ("Tuple",)
6. print( type(single\_tuple) )
7. # Creating tuple without parentheses
8. single\_tuple = "Tuple",
9. print( type(single\_tuple) )

**Output:**

<class 'str'>

<class 'tuple'>

<class 'tuple'>

## Accessing Tuple Elements

A tuple's objects can be accessed in a variety of ways.

**Indexing**

Indexing We can use the index operator [] to access an object in a tuple, where the index starts at 0. The indices of a tuple with five items will range from 0 to 4. An Index Error will be raised assuming we attempt to get to a list from the Tuple that is outside the scope of the tuple record. An index above four will be out of range in this scenario.

Because the index in Python must be an integer, we cannot provide an index of a floating data type or any other type. If we provide a floating index, the result will be TypeError.

The method by which elements can be accessed through nested tuples can be seen in the example below.

**Code**

1. # Python program to show how to access tuple elements
2. # Creating a tuple
3. tuple\_ = ("Python", "Tuple", "Ordered", "Collection")
4. print(tuple\_[0])
5. print(tuple\_[1])
6. # trying to access element index more than the length of a tuple
7. **try**:
8. print(tuple\_[5])
9. except Exception as e:
10. print(e)
11. # trying to access elements through the index of floating data type
12. **try**:
13. print(tuple\_[1.0])
14. except Exception as e:
15. print(e)
16. # Creating a nested tuple
17. nested\_tuple = ("Tuple", [4, 6, 2, 6], (6, 2, 6, 7))
18. # Accessing the index of a nested tuple
19. print(nested\_tuple[0][3])
20. print(nested\_tuple[1][1])

**Output:**
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Python

Tuple

tuple index out of range

tuple indices must be integers or slices, not float

l
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**Negative Indexing**: Python's sequence objects support negative indexing.

The last thing of the assortment is addressed by - 1, the second last thing by - 2, etc.

**Code**

1. # Python program to show how negative indexing works in Python tuples
2. # Creating a tuple
3. tuple\_ = ("Python", "Tuple", "Ordered", "Collection")
4. # Printing elements using negative indices
5. print("Element at -1 index: ", tuple\_[-1])
6. print("Elements between -4 and -1 are: ", tuple\_[-4:-1])

**Output:**

Element at -1 index: Collection

Elements between -4 and -1 are: ('Python', 'Tuple', 'Ordered')

## Slicing

Tuple slicing is a common practice in Python and the most common way for programmers to deal with practical issues. Look at a tuple in Python. Slice a tuple to access a variety of its elements. Using the colon as a straightforward slicing operator (:) is one strategy.

To gain access to various tuple elements, we can use the slicing operator colon (:).

**Code**

1. # Python program to show how slicing works in Python tuples
2. # Creating a tuple
3. tuple\_ = ("Python", "Tuple", "Ordered", "Immutable", "Collection", "Objects")
4. # Using slicing to access elements of the tuple
5. print("Elements between indices 1 and 3: ", tuple\_[1:3])
6. # Using negative indexing in slicing
7. print("Elements between indices 0 and -4: ", tuple\_[:-4])
8. # Printing the entire tuple by using the **default** start and end values.
9. print("Entire tuple: ", tuple\_[:])

**Output:**

Elements between indices 1 and 3: ('Tuple', 'Ordered')

Elements between indices 0 and -4: ('Python', 'Tuple')

Entire tuple: ('Python', 'Tuple', 'Ordered', 'Immutable', 'Collection', 'Objects')

## Deleting a Tuple

A tuple's parts can't be modified, as was recently said. We are unable to eliminate or remove tuple components as a result.

However, the keyword del can completely delete a tuple.

**Code**

1. # Python program to show how to delete elements of a Python tuple
2. # Creating a tuple
3. tuple\_ = ("Python", "Tuple", "Ordered", "Immutable", "Collection", "Objects")
4. # Deleting a particular element of the tuple
5. **try**:
6. del tuple\_[3]
7. print(tuple\_)
8. except Exception as e:
9. print(e)
10. # Deleting the variable from the global space of the program
11. del tuple\_
12. # Trying accessing the tuple after deleting it
13. **try**:
14. print(tuple\_)
15. except Exception as e:
16. print(e)

**Output:**

'tuple' object does not support item deletion

name 'tuple\_' is not defined

### Repetition Tuples in Python

**Code**

1. # Python program to show repetition in tuples
2. tuple\_ = ('Python',"Tuples")
3. print("Original tuple is: ", tuple\_)
4. # Repeting the tuple elements
5. tuple\_ = tuple\_ \* 3
6. print("New tuple is: ", tuple\_)

**Output:**

Original tuple is: ('Python', 'Tuples')

New tuple is: ('Python', 'Tuples', 'Python', 'Tuples', 'Python', 'Tuples')

### Tuple Methods

Like the list, Python Tuples is a collection of immutable objects. There are a few ways to work with tuples in Python. With some examples, this essay will go over these two approaches in detail.

The following are some examples of these methods.

**Count () Method :**

The times the predetermined component happens in the Tuple is returned by the count () capability of the Tuple.

**Code**

1. # Creating tuples
2. T1 = (0, 1, 5, 6, 7, 2, 2, 4, 2, 3, 2, 3, 1, 3, 2)
3. T2 = ('python', 'java', 'python', 'Tpoint', 'python', 'java')
4. # counting the appearance of 3
5. res = T1.count(2)
6. print('Count of 2 in T1 is:', res)
7. # counting the appearance of java
8. res = T2.count('java')
9. print('Count of Java in T2 is:', res)

**Output:**

Count of 2 in T1 is: 5

Count of java in T2 is: 2

**Index() Method:**

The Index() function returns the first instance of the requested element from the Tuple.

**Parameters:**

* The thing that must be looked for.
* Start: (Optional) the index that is used to begin the final (optional) search: The most recent index from which the search is carried out
* Index Method

**Code**

1. # Creating tuples
2. Tuple\_data = (0, 1, 2, 3, 2, 3, 1, 3, 2)
3. # getting the index of 3
4. res = Tuple\_data.index(3)
5. print('First occurrence of 1 is', res)
6. # getting the index of 3 after 4th
7. # index
8. res = Tuple\_data.index(3, 4)
9. print('First occurrence of 1 after 4th index is:', res)

**Output:**

First occurrence of 1 is 2

First occurrence of 1 after 4th index is: 6

### ****Tuple Membership Test :****

Utilizing the watchword, we can decide whether a thing is available in the given Tuple.

**Code**

1. # Python program to show how to perform membership test **for** tuples
2. # Creating a tuple
3. tuple\_ = ("Python", "Tuple", "Ordered", "Immutable", "Collection", "Ordered")
4. # In operator
5. print('Tuple' in tuple\_)
6. print('Items' in tuple\_)
7. # Not in operator
8. print('Immutable' not in tuple\_)
9. print('Items' not in tuple\_)

**Output:**

True

False

False

True

### Iterating Through a Tuple

A for loop can be used to iterate through each tuple element.

**Code**

1. # Python program to show how to iterate over tuple elements
2. # Creating a tuple
3. tuple\_ = ("Python", "Tuple", "Ordered", "Immutable")
4. # Iterating over tuple elements using a **for** loop
5. **for** item in tuple\_:
6. print(item)

**Output:**

Python

Tuple

Ordered

Immutable

### Changing a Tuple

Tuples, instead of records, are permanent articles. This suggests that once the elements of a tuple have been defined, we cannot change them. However, the nested elements can be altered if the element itself is a changeable data type like a list. Multiple values can be assigned to a tuple through reassignment.

**Code**

1. # Python program to show that Python tuples are immutable objects
2. # Creating a tuple
3. tuple\_ = ("Python", "Tuple", "Ordered", "Immutable", [1,2,3,4])
4. # Trying to change the element at index 2
5. **try**:
6. tuple\_[2] = "Items"
7. print(tuple\_)
8. except Exception as e:
9. print( e )
10. # But inside a tuple, we can change elements of a mutable object
11. tuple\_[-1][2] = 10
12. print(tuple\_)
13. # Changing the whole tuple
14. tuple\_ = ("Python", "Items")
15. print(tuple\_)

**Output:**

'tuple' object does not support item assignment

('Python', 'Tuple', 'Ordered', 'Immutable', [1, 2, 10, 4])

('Python', 'Items')

The + operator can be used to combine multiple tuples into one. This phenomenon is known as concatenation. We can also repeat the elements of a tuple a predetermined number of times by using the \* operator. This is already demonstrated above. The aftereffects of the tasks + and \* are new tuples.

**Code**

1. # Python program to show how to concatenate tuples
2. # Creating a tuple
3. tuple\_ = ("Python", "Tuple", "Ordered", "Immutable")
4. # Adding a tuple to the tuple\_
5. print(tuple\_ + (4, 5, 6))

**Output:**

('Python', 'Tuple', 'Ordered', 'Immutable', 4, 5, 6)

### Tuples have the following advantages over lists:

* Triples take less time than lists do.
* Due to tuples, the code is protected from accidental modifications. It is desirable to store non-changing information in "tuples" instead of "records" if a program expects it.
* A tuple can be used as a dictionary key if it contains immutable values like strings, numbers, or another tuple. "Lists" cannot be utilized as dictionary keys because they are mutable.

# **Python Dictionary**

Dictionaries are a useful data structure for storing data in Python because they are capable of imitating real-world data arrangements where a certain value exists for a given key.

The data is stored as key-value pairs using a Python dictionary.

* This data structure is mutable
* The components of dictionary were made using keys and values.
* Keys must only have one component.
* Values can be of any type, including integer, list, and tuple.

A dictionary is, in other words, a group of key-value pairs, where the values can be any Python object. The keys, in contrast, are immutable Python objects, such as strings, tuples, or numbers. Dictionary entries are ordered as of Python version 3.7. In Python 3.6 and before, dictionaries are generally unordered.

**Creating the Dictionary**

Curly brackets are the simplest way to generate a Python dictionary, although there are other approaches as well. With many key-value pairs surrounded in curly brackets and a colon separating each key from its value, the dictionary can be built. (:). The following provides the syntax for defining the dictionary.

**Syntax:**

1. Dict = {"Name": "Gayle", "Age": 25}

In the above dictionary **Dict**, The keys **Name** and **Age** are the strings which comes under the category of an immutable object.

Let's see an example to create a dictionary and print its content.

**Code**

1. Employee = {"Name": "Johnny", "Age": 32, "salary":26000,"Company":"^TCS"}
2. **print**(type(Employee))
3. **print**("printing Employee data .... ")
4. **print**(Employee)

**Output**

<class 'dict'>

printing Employee data ....

{'Name': 'Johnny', 'Age': 32, 'salary': 26000, 'Company': TCS}

Python provides the built-in function **dict()** method which is also used to create the dictionary.

The empty curly braces {} is used to create empty dictionary.

**Code**

1. # Creating an empty Dictionary
2. Dict = {}
3. **print**("Empty Dictionary: ")
4. **print**(Dict)
5. # Creating a Dictionary
6. # with dict() method
7. Dict = dict({1: 'Hcl', 2: 'WIPRO', 3:'Facebook'})
8. **print**("\nCreate Dictionary by using  dict(): ")
9. **print**(Dict)
10. # Creating a Dictionary
11. # with each item as a Pair
12. Dict = dict([(4, 'Rinku'), (2, Singh)])
13. **print**("\nDictionary with each item as a pair: ")
14. **print**(Dict)

**Output**

Empty Dictionary:

{}

Create Dictionary by using dict():

{1: 'Hcl', 2: 'WIPRO', 3: 'Facebook'}

Dictionary with each item as a pair:

{4: 'Rinku', 2: 'Singh'}

## Accessing the dictionary values

To access data contained in lists and tuples, indexing has been studied. The keys of the dictionary can be used to obtain the values because they are unique from one another. The following method can be used to access dictionary values.

**Code**

1. Employee = {"Name": "Dev", "Age": 20, "salary":45000,"Company":"WIPRO"}
2. **print**(type(Employee))
3. **print**("printing Employee data .... ")
4. **print**("Name : %s" %Employee["Name"])
5. **print**("Age : %d" %Employee["Age"])
6. **print**("Salary : %d" %Employee["salary"])
7. **print**("Company : %s" %Employee["Company"])

**Output**

ee["Company"])

Output

<class 'dict'>

printing Employee data ....

Name : Dev

Age : 20

Salary : 45000

Company : WIPRO

Python provides us with an alternative to use the get() method to access the dictionary values. It would give the same result as given by the indexing.
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## Adding Dictionary Values

The dictionary is a mutable data type, and utilising the right keys allows you to change its values. Dict[key] = value and the value can both be modified. An existing value can also be updated using the update() method.

#### **Note: The value is updated if the key-value pair is already present in the dictionary. Otherwise, the dictionary's newly added keys.**

Let's see an example to update the dictionary values.

### Example - 1:

**Code**

1. # Creating an empty Dictionary
2. Dict = {}
3. **print**("Empty Dictionary: ")
4. **print**(Dict)
5. # Adding elements to dictionary one at a time
6. Dict[0] = 'Peter'
7. Dict[2] = 'Joseph'
8. Dict[3] = 'Ricky'
9. **print**("\nDictionary after adding 3 elements: ")
10. **print**(Dict)
11. # Adding set of values
12. # with a single Key
13. # The Emp\_ages doesn't exist to dictionary
14. Dict['Emp\_ages'] = 20, 33, 24
15. **print**("\nDictionary after adding 3 elements: ")
16. **print**(Dict)
17. # Updating existing Key's Value
18. Dict[3] = 'JavaTpoint'
19. **print**("\nUpdated key value: ")
20. **print**(Dict)

**Output**

Empty Dictionary:

{}

Dictionary after adding 3 elements:

{0: 'Peter', 2: 'Joseph', 3: 'Ricky'}

Dictionary after adding 3 elements:

{0: 'Peter', 2: 'Joseph', 3: 'Ricky', 'Emp\_ages': (20, 33, 24)}

Updated key value:

{0: 'Peter', 2: 'Joseph', 3: 'JavaTpoint', 'Emp\_ages': (20, 33, 24)}

### Example - 2:

**Code**
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1. Employee = {"Name": "Dev", "Age": 20, "salary":45000,"Company":"WIPRO"}
2. **print**(type(Employee))
3. **print**("printing Employee data .... ")
4. **print**(Employee)
5. **print**("Enter the details of the new employee....");
6. Employee["Name"] = input("Name: ");
7. Employee["Age"] = int(input("Age: "));
8. Employee["salary"] = int(input("Salary: "));
9. Employee["Company"] = input("Company:");
10. **print**("printing the new data");
11. **print**(Employee)

**Output**

<class 'dict'>

printing Employee data ....

Employee = {"Name": "Dev", "Age": 20, "salary":45000,"Company":"WIPRO"} Enter the details of the new employee....

Name: Sunny

Age: 38

Salary: 39000

Company:Hcl

printing the new data

{'Name': 'Sunny', 'Age': 38, 'salary': 39000, 'Company': 'Hcl'}
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## Deleting Elements using del Keyword

The items of the dictionary can be deleted by using the **del** keyword as given below.

**Code**

1. Employee = {"Name": "David", "Age": 30, "salary":55000,"Company":"WIPRO"}
2. **print**(type(Employee))
3. **print**("printing Employee data .... ")
4. **print**(Employee)
5. **print**("Deleting some of the employee data")
6. **del** Employee["Name"]
7. **del** Employee["Company"]
8. **print**("printing the modified information ")
9. **print**(Employee)
10. **print**("Deleting the dictionary: Employee");
11. **del** Employee
12. **print**("Lets try to print it again ");
13. **print**(Employee)

**Output**

<class 'dict'>

printing Employee data ....

{'Name': 'David', 'Age': 30, 'salary': 55000, 'Company': 'WIPRO'}

Deleting some of the employee data

printing the modified information

{'Age': 30, 'salary': 55000}

Deleting the dictionary: Employee

Lets try to print it again

NameError: name 'Employee' is not defined.

The last print statement in the above code, it raised an error because we tried to print the Employee dictionary that already deleted.

## Deleting Elements using pop() Method :

A dictionary is a group of key-value pairs in Python. You can retrieve, insert, and remove items using this unordered, mutable data type by using their keys. The pop() method is one of the ways to get rid of elements from a dictionary. In this post, we'll talk about how to remove items from a Python dictionary using the pop() method.

The value connected to a specific key in a dictionary is removed using the pop() method, which then returns the value. The key of the element to be removed is the only argument needed. The pop() method can be used in the following ways:

**Code**

1. # Creating a Dictionary
2. Dict1 = {1: 'JavaTpoint', 2: 'Educational', 3: 'Website'}
3. # Deleting a key
4. # using pop() method
5. pop\_key = Dict1.pop(2)
6. **print**(Dict1)

**Output**

{1: 'JavaTpoint', 3: 'Website'}

Additionally, Python offers built-in functions popitem() and clear() for removing dictionary items. In contrast to the clear() method, which removes all of the elements from the entire dictionary, popitem() removes any element from a dictionary.

## Iterating Dictionary

A dictionary can be iterated using for loop as given below.

### Example 1

**Code**

1. # for loop to print all the keys of a dictionary
2. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"WIPRO"}
3. **for** x **in** Employee:
4. **print**(x)

**Output**

Name

Age

salary

Company

### Example 2

**Code**

1. #for loop to print all the values of the dictionary
2. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"WIPRO"} **for** x **in** Employee:
3. **print**(Employee[x])

**Output**

John

29

25000

WIPRO

### Example - 3

**Code**

1. #for loop to print the values of the dictionary by using values() method.
2. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"WIPRO"}
3. **for** x **in** Employee.values():
4. **print**(x)

**Output**

John

29

25000

WIPRO

### Example 4

**Code**

1. #for loop to print the items of the dictionary by using items() method
2. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"WIPRO"}
3. **for** x **in** Employee.items():
4. **print**(x)

**Output**

('Name', 'John')

('Age', 29)

('salary', 25000)

('Company', 'WIPRO')

## Properties of Dictionary Keys

1. In the dictionary, we cannot store multiple values for the same keys. If we pass more than one value for a single key, then the value which is last assigned is considered as the value of the key.

Consider the following example.

**Code**

1. Employee={"Name":"John","Age":29,"Salary":25000,"Company":"WIPRO","Name":
2. "John"}
3. **for** x,y **in** Employee.items():
4. **print**(x,y)

**Output**

Name John

Age 29

Salary 25000

Company WIPRO

2. The key cannot belong to any mutable object in Python. Numbers, strings, or tuples can be used as the key, however mutable objects like lists cannot be used as the key in a dictionary.

Consider the following example.

**Code**

1. Employee = {"Name": "John", "Age": 29, "salary":26000,"Company":"WIPRO",[100,201,301]:"Department ID"}
2. **for** x,y **in** Employee.items():
3. **print**(x,y)

**Output**

Traceback (most recent call last):

File "dictionary.py", line 1, in

Employee = {"Name": "John", "Age": 29, "salary":26000,"Company":"WIPRO",[100,201,301]:"Department ID"}

TypeError: unhashable type: 'list'

## Built-in Dictionary Functions

A function is a method that can be used on a construct to yield a value. Additionally, the construct is unaltered. A few of the Python methods can be combined with a Python dictionary.

The built-in Python dictionary methods are listed below, along with a brief description.

* **len()**
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The dictionary's length is returned via the len() function in Python. The string is lengthened by one for each key-value pair.

**Code**

1. dict = {1: "Ayan", 2: "Bunny", 3: "Ram", 4: "Bheem"}
2. len(dict)

**Output**

4

* **any()**

Like how it does with lists and tuples, the any() method returns True indeed if one dictionary key does have a Boolean expression that evaluates to True.

**Code**

1. dict = {1: "Ayan", 2: "Bunny", 3: "Ram", 4: "Bheem"}
2. any({'':'','':'','3':''})

**Output**

True

* **all()**

Unlike in any() method, all() only returns True if each of the dictionary's keys contain a True Boolean value.

**Code**

1. dict = {1: "Ayan", 2: "Bunny", 3: "Ram", 4: "Bheem"}
2. all({1:'',2:'','':''})

**Output**

False

* **sorted()**

Like it does with lists and tuples, the sorted() method returns an ordered series of the dictionary's keys. The ascending sorting has no effect on the original Python dictionary.

**Code**

1. dict = {7: "Ayan", 5: "Bunny", 8: "Ram", 1: "Bheem"}
2. sorted(dict)

**Output**

[ 1, 5, 7, 8]

## Built-in Dictionary methods

The built-in python dictionary methods along with the description and Code are given below.

* **clear()**

It is mainly used to delete all the items of the dictionary.

**Code**

1. # dictionary methods
2. dict = {1: "Hcl", 2: "WIPRO", 3: "Facebook", 4: "Amazon", 5: "Flipkart"}
3. # clear() method
4. dict.clear()
5. **print**(dict)

**Output**

{ }

* **copy()**

It returns a shallow copy of the dictionary which is created.

**Code**

1. # dictionary methods
2. dict = {1: "Hcl", 2: "WIPRO", 3: "Facebook", 4: "Amazon", 5: "Flipkart"}
3. # copy() method
4. dict\_demo = dict.copy()
5. **print**(dict\_demo)

**Output**

{1: 'Hcl', 2: 'WIPRO', 3: 'Facebook', 4: 'Amazon', 5: 'Flipkart'}

* **pop()**

It mainly eliminates the element using the defined key.

**Code**

1. # dictionary methods
2. dict = {1: "Hcl", 2: "WIPRO", 3: "Facebook", 4: "Amazon", 5: "Flipkart"}
3. # pop() method
4. dict\_demo = dict.copy()
5. x = dict\_demo.pop(1)
6. **print**(x)

**Output**

{2: 'WIPRO', 3: 'Facebook', 4: 'Amazon', 5: 'Flipkart'}

**popitem()**

removes the most recent key-value pair entered

**Code**

1. # dictionary methods
2. dict = {1: "Hcl", 2: "WIPRO", 3: "Facebook", 4: "Amazon", 5: "Flipkart"}
3. # popitem() method
4. dict\_demo.popitem()
5. **print**(dict\_demo)

**Output**

{1: 'Hcl', 2: 'WIPRO', 3: 'Facebook'}

* **keys()**

It returns all the keys of the dictionary.

**Code**

1. # dictionary methods
2. dict = {1: "Hcl", 2: "WIPRO", 3: "Facebook", 4: "Amazon", 5: "Flipkart"}
3. # keys() method
4. **print**(dict\_demo.keys())

**Output**

dict\_keys([1, 2, 3, 4, 5])

* **items()**

It returns all the key-value pairs as a tuple.

**Code**

1. # dictionary methods
2. dict = {1: "Hcl", 2: "WIPRO", 3: "Facebook", 4: "Amazon", 5: "Flipkart"}
3. # items() method
4. **print**(dict\_demo.items())

**Output**

dict\_items([(1, 'Hcl'), (2, 'WIPRO'), (3, 'Facebook'), (4, 'Amazon'), (5, 'Flipkart')])

* **get()**

It is used to get the value specified for the passed key.

**Code**

1. # dictionary methods
2. dict = {1: "Hcl", 2: "WIPRO", 3: "Facebook", 4: "Amazon", 5: "Flipkart"}
3. # get() method
4. **print**(dict\_demo.get(3))

**Output**

Facebook

* **update()**

It mainly updates all the dictionary by adding the key-value pair of dict2 to this dictionary.

**Code**

1. # dictionary methods
2. dict = {1: "Hcl", 2: "WIPRO", 3: "Facebook", 4: "Amazon", 5: "Flipkart"}
3. # update() method
4. dict\_demo.update({3: "TCS"})
5. **print**(dict\_demo)

**Output**

{1: 'Hcl', 2: 'WIPRO', 3: 'TCS'}

**values()**

It returns all the values of the dictionary with respect to given input.

**Code**

1. # dictionary methods
2. dict = {1: "Hcl", 2: "WIPRO", 3: "Facebook", 4: "Amazon", 5: "Flipkart"}
3. # values() method
4. **print**(dict\_demo.values())

**Output**

dict\_values(['Hcl', 'WIPRO', 'TCS'])